**CustomTkinter** DOCUMENTATION
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2. CTkEntry [PG 2-3]
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4. CTkComboBox **[PG 4-5]**
5. CTkProgressBar **[PG 5-6]**
6. CTkRadioButton **[PG 6-7]**
7. Canvas-SCROOLBAR **[7-8]**
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10. CTkSwitch [PG 10-11]
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13. CTkInputDialog **[PG 13-14]**
14. CTkOptionMenu **[PG 14]**

Sure! Here are the attributes you can use with the CTkButton widget in CustomTkinter:
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1. **text**: The text displayed on the button.
2. **command**: The function to be called when the button is clicked.
3. **width**: The width of the button.
4. **height**: The height of the button.
5. **fg\_color**: The foreground color of the button.
6. **bg\_color**: The background color of the button.
7. **hover\_color**: The color of the button when the mouse hovers over it.
8. **border\_color**: The color of the button’s border.
9. **border\_width**: The width of the button’s border.
10. **corner\_radius**: The radius of the button’s corners.
11. **font**: The font of the button’s text.
12. **text\_color**: The color of the button’s text.
13. **state**: The state of the button (e.g., ‘normal’, ‘disabled’).
14. **image**: An image to display on the button.
15. **compound**: Specifies how to display the image relative to the text (e.g., ‘left’, ‘right’, ‘top’, ‘bottom’, ‘center’).

You can configure these attributes using the configure method or directly when creating the button. For example:

import customtkinter as ctk

root = ctk.CTk()

button = ctk.CTkButton(

master=root,

text="Click Me",

command=lambda: print("Button clicked!"),

width=100,

height=50,

fg\_color="blue",

bg\_color="white",

hover\_color="lightblue",

border\_color="black",

border\_width=2,

corner\_radius=10,

font=("Arial", 14),

text\_color="white",

state="normal",

image=None,

compound="center"

)

button.pack(pady=20)

root.mainloop()

Here are the attributes you can use with the CTkEntry widget in CustomTkinter:

1. **textvariable**: Associates a Tkinter variable (e.g., StringVar) with the entry widget.
2. **width**: The width of the entry widget.
3. **height**: The height of the entry widget.
4. **fg\_color**: The foreground color of the entry widget.
5. **bg\_color**: The background color of the entry widget.
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1. **border\_color**: The color of the entry widget’s border.
2. **border\_width**: The width of the entry widget’s border.
3. **corner\_radius**: The radius of the entry widget’s corners.
4. **font**: The font used for the text in the entry widget.
5. **text\_color**: The color of the text in the entry widget.
6. **placeholder\_text**: The placeholder text displayed when the entry is empty.
7. **show**: A character to display instead of the actual characters (useful for password fields).
8. **state**: The state of the entry widget (e.g., ‘normal’, ‘disabled’).

You can configure these attributes using the configure method or directly when creating the entry widget. Here’s an example:

import customtkinter as ctk

root = ctk.CTk()

entry = ctk.CTkEntry(

master=root,

textvariable=ctk.StringVar(),

width=200,

height=30,

fg\_color="white",

bg\_color="gray",

border\_color="black",

border\_width=2,

corner\_radius=10,

font=("Arial", 14),

text\_color="black",

placeholder\_text="Enter text here...",

show="\*",

state="normal"

)

entry.pack(pady=20)

root.mainloop()

Here are the attributes you can use with the CTkCheckBox widget in CustomTkinter:

1. **text**: The text displayed next to the checkbox.
2. **command**: The function to be called when the checkbox is toggled.
3. **variable**: Associates a Tkinter variable (e.g., IntVar) with the checkbox.
4. **onvalue**: The value assigned to the variable when the checkbox is checked.
5. **offvalue**: The value assigned to the variable when the checkbox is unchecked.
6. **width**: The width of the checkbox.
7. **height**: The height of the checkbox.
8. **fg\_color**: The foreground color of the checkbox.
9. **bg\_color**: The background color of the checkbox.
10. **hover\_color**: The color of the checkbox when the mouse hovers over it.
11. **border\_color**: The color of the checkbox’s border.
12. **border\_width**: The width of the checkbox’s border.
13. **corner\_radius**: The radius of the checkbox’s corners.
14. **font**: The font of the checkbox’s text.
15. **text\_color**: The color of the checkbox’s text.
16. **state**: The state of the checkbox (e.g., ‘normal’, ‘disabled’).

You can configure these attributes using the configure method or directly when creating the checkbox. Here’s an example:
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import customtkinter as ctk

root = ctk.CTk()

checkbox\_var = ctk.IntVar()

checkbox = ctk.CTkCheckBox(

master=root,

text="I agree",

command=lambda: print("Checkbox toggled!"),

variable=checkbox\_var,

onvalue=1,

offvalue=0,

width=200,

height=30,

fg\_color="blue",

bg\_color="white",

hover\_color="lightblue",

border\_color="black",

border\_width=2,

corner\_radius=10,

font=("Arial", 14),

text\_color="black",

state="normal"

)

checkbox.pack(pady=20)

root.mainloop()

Here are the attributes you can use with the CTkComboBox widget in CustomTkinter:

1. **values**: A list of values to display in the combobox.
2. **textvariable**: Associates a Tkinter variable (e.g., StringVar) with the combobox.
3. **width**: The width of the combobox.
4. **height**: The height of the combobox.
5. **fg\_color**: The foreground color of the combobox.
6. **bg\_color**: The background color of the combobox.
7. **border\_color**: The color of the combobox’s border.
8. **border\_width**: The width of the combobox’s border.
9. **corner\_radius**: The radius of the combobox’s corners.
10. **font**: The font used for the text in the combobox.
11. **text\_color**: The color of the text in the combobox.
12. **state**: The state of the combobox (e.g., ‘normal’, ‘readonly’, ‘disabled’).
13. **justify**: The alignment of the text within the combobox (e.g., ‘left’, ‘center’, ‘right’).
14. **postcommand**: A function to be called right before the dropdown list is shown.

You can configure these attributes using the configure method or directly when creating the combobox. Here’s an example:

import customtkinter as ctk

root = ctk.CTk()

combobox\_var = ctk.StringVar()

combobox = ctk.CTkComboBox(

master=root,
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values=["Option 1", "Option 2", "Option 3"],

textvariable=combobox\_var,

width=200,

height=30,

fg\_color="white",

bg\_color="gray",

border\_color="black",

border\_width=2,

corner\_radius=10,

font=("Arial", 14),

text\_color="black",

state="normal",

justify="center",

postcommand=lambda: print("Dropdown opened!")

)

combobox.pack(pady=20)

root.mainloop()

Here are the attributes you can use with the CTkProgressBar widget in CustomTkinter:

1. **value**: The current value of the progress bar.
2. **maximum**: The maximum value of the progress bar.
3. **mode**: The mode of the progress bar (e.g., ‘determinate’, ‘indeterminate’).
4. **width**: The width of the progress bar.
5. **height**: The height of the progress bar.
6. **fg\_color**: The foreground color of the progress bar.
7. **bg\_color**: The background color of the progress bar.
8. **border\_color**: The color of the progress bar’s border.
9. **border\_width**: The width of the progress bar’s border.
10. **corner\_radius**: The radius of the progress bar’s corners.
11. **orientation**: The orientation of the progress bar (e.g., ‘horizontal’, ‘vertical’).

You can configure these attributes using the configure method or directly when creating the progress bar. Here’s an example:

import customtkinter as ctk

root = ctk.CTk()

progress\_bar = ctk.CTkProgressBar(

master=root,

value=50,

maximum=100,

mode="determinate",

width=200,

height=20,

fg\_color="blue",

bg\_color="white",

border\_color="black",

border\_width=2,

corner\_radius=10,

orientation="horizontal"

)

progress\_bar.pack(pady=20)

root.mainloop()
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Here are the attributes you can use with the CTkRadioButton widget in CustomTkinter:

1. **text**: The text displayed next to the radio button.
2. **command**: The function to be called when the radio button is selected.
3. **variable**: Associates a Tkinter variable (e.g., IntVar or StringVar) with the radio button.
4. **value**: The value assigned to the variable when the radio button is selected.
5. **width**: The width of the radio button.
6. **height**: The height of the radio button.
7. **fg\_color**: The foreground color of the radio button.
8. **bg\_color**: The background color of the radio button.
9. **hover\_color**: The color of the radio button when the mouse hovers over it.
10. **border\_color**: The color of the radio button’s border.
11. **border\_width**: The width of the radio button’s border.
12. **corner\_radius**: The radius of the radio button’s corners.
13. **font**: The font of the radio button’s text.
14. **text\_color**: The color of the radio button’s text.
15. **state**: The state of the radio button (e.g., ‘normal’, ‘disabled’).

You can configure these attributes using the configure method or directly when creating the radio button. Here’s an example:

import customtkinter as ctk

root = ctk.CTk()

radio\_var = ctk.IntVar()

radio\_button1 = ctk.CTkRadioButton(

master=root,

text="Option 1",

command=lambda: print("Option 1 selected!"),

variable=radio\_var,

value=1,

width=200,

height=30,

fg\_color="blue",

bg\_color="white",

hover\_color="lightblue",

border\_color="black",

border\_width=2,

corner\_radius=10,

font=("Arial", 14),

text\_color="black",

state="normal"

)

radio\_button2 = ctk.CTkRadioButton(

master=root,

text="Option 2",

command=lambda: print("Option 2 selected!"),

variable=radio\_var,

value=2,

width=200,

height=30,

fg\_color="blue",

bg\_color="white",

hover\_color="lightblue",

border\_color="black",
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border\_width=2,

corner\_radius=10,

font=("Arial", 14),

text\_color="black",

state="normal"

)

radio\_button1.pack(pady=10)

radio\_button2.pack(pady=10)

root.mainloop()

Creating scrollable frames in CustomTkinter involves using a Canvas widget along with a Scrollbar. Here’s how you can set up a scrollable frame:

1. **Create a Canvas**: This will act as the container for the scrollable content.
2. **Add a Scrollbar**: Attach a scrollbar to the canvas.
3. **Create an Inner Frame**: Place a frame inside the canvas to hold the actual content.
4. **Configure Scrolling**: Ensure the canvas scrolls when the inner frame’s size changes.

Here’s an example:

import customtkinter as ctk

from tkinter import Canvas, Scrollbar, Frame, VERTICAL, HORIZONTAL, NW

class ScrollableFrame(ctk.CTkFrame):

def \_\_init\_\_(self, master, \*\*kwargs):

super().\_\_init\_\_(master, \*\*kwargs)

# Create a canvas

self.canvas = Canvas(self)

self.canvas.grid(row=0, column=0, sticky="nsew")

# Add vertical scrollbar

self.v\_scrollbar = Scrollbar(self, orient=VERTICAL, command=self.canvas.yview)

self.v\_scrollbar.grid(row=0, column=1, sticky="ns")

# Add horizontal scrollbar

self.h\_scrollbar = Scrollbar(self, orient=HORIZONTAL, command=self.canvas.xview)

self.h\_scrollbar.grid(row=1, column=0, sticky="ew")

# Configure canvas to work with scrollbars

self.canvas.configure(yscrollcommand=self.v\_scrollbar.set, xscrollcommand=self.h\_scrollbar.set)

# Create an inner frame

self.inner\_frame = Frame(self.canvas)

self.canvas.create\_window((0, 0), window=self.inner\_frame, anchor=NW)

# Ensure scrolling works

self.inner\_frame.bind("<Configure>", lambda event: self.canvas.configure(scrollregion=self.canvas.bbox("all")))

# Make the frame expandable

self.grid\_rowconfigure(0, weight=1)

self.grid\_columnconfigure(0, weight=1)

# Example usage

root = ctk.CTk()

scrollable\_frame = ScrollableFrame(root, width=400, height=300)

scrollable\_frame.pack(fill="both", expand=True)

# Add some sample content

for i in range(50):

label = ctk.CTkLabel(scrollable\_frame.inner\_frame, text=f"Label {i}")

label.pack()

root.mainloop()
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Here are the attributes you can use with the CTkSegmentedButton widget in CustomTkinter:

1. **values**: A list of string values for the buttons.
2. **command**: The function to be called when a button is clicked.
3. **variable**: Associates a Tkinter variable (e.g., StringVar) with the segmented button.
4. **width**: The width of the segmented button.
5. **height**: The height of the segmented button.
6. **corner\_radius**: The radius of the segmented button’s corners.
7. **border\_width**: The width of the segmented button’s border.
8. **fg\_color**: The foreground color around the buttons.
9. **selected\_color**: The color of the selected button.
10. **selected\_hover\_color**: The hover color of the selected button.
11. **unselected\_color**: The color of the unselected buttons.
12. **unselected\_hover\_color**: The hover color of the unselected buttons.
13. **text\_color**: The color of the text on the buttons.
14. **text\_color\_disabled**: The color of the text when the button is disabled.
15. **font**: The font of the button text.
16. **state**: The state of the segmented button (e.g., ‘normal’, ‘disabled’).
17. **dynamic\_resizing**: Enable/disable automatic resizing when text is too big to fit.

You can configure these attributes using the configure method or directly when creating the segmented button. Here’s an example:

import customtkinter as ctk

def segmented\_button\_callback(value):

print("Segmented button clicked:", value)

root = ctk.CTk()

segmented\_button\_var = ctk.StringVar(value="Value 1")

segmented\_button = ctk.CTkSegmentedButton(

master=root,

values=["Value 1", "Value 2", "Value 3"],

command=segmented\_button\_callback,

variable=segmented\_button\_var,

width=300,

height=50,

corner\_radius=10,

border\_width=2,

fg\_color=("lightgray", "darkgray"),

selected\_color=("blue", "darkblue"),

selected\_hover\_color=("lightblue", "darkblue"),

unselected\_color=("white", "gray"),

unselected\_hover\_color=("lightgray", "darkgray"),

text\_color=("black", "white"),

text\_color\_disabled=("gray", "darkgray"),

font=("Arial", 14),

state="normal",
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dynamic\_resizing=True

)

segmented\_button.pack(pady=20)

root.mainloop()
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![Tkinter](data:image/jpeg;base64,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)

Explore

Here are the attributes you can use with the CTkSlider widget in CustomTkinter:

1. **from\_**: The starting value of the slider.
2. **to**: The ending value of the slider.
3. **variable**: Associates a Tkinter variable (e.g., DoubleVar) with the slider.
4. **command**: The function to be called when the slider’s value changes.
5. **width**: The width of the slider.
6. **height**: The height of the slider.
7. **fg\_color**: The foreground color of the slider.
8. **bg\_color**: The background color of the slider.
9. **progress\_color**: The color of the progress bar.
10. **border\_color**: The color of the slider’s border.
11. **border\_width**: The width of the slider’s border.
12. **corner\_radius**: The radius of the slider’s corners.
13. **orientation**: The orientation of the slider (e.g., ‘horizontal’, ‘vertical’).
14. **state**: The state of the slider (e.g., ‘normal’, ‘disabled’).

You can configure these attributes using the configure method or directly when creating the slider. Here’s an example:

import customtkinter as ctk

def slider\_callback(value):

print("Slider value:", value)

root = ctk.CTk()
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slider = ctk.CTkSlider(

master=root,

from\_=0,

to=100,

variable=ctk.DoubleVar(),

command=slider\_callback,

width=300,

height=20,

fg\_color="gray",

bg\_color="white",

progress\_color="blue",

border\_color="black",

border\_width=2,

corner\_radius=10,

orientation="horizontal",

state="normal"

)

slider.pack(pady=20)

root.mainloop()

Here are the attributes you can use with the CTkSwitch widget in CustomTkinter:

1. **text**: The text displayed next to the switch.
2. **command**: The function to be called when the switch is toggled.
3. **variable**: Associates a Tkinter variable (e.g., StringVar) with the switch.
4. **onvalue**: The value assigned to the variable when the switch is on.
5. **offvalue**: The value assigned to the variable when the switch is off.
6. **width**: The width of the switch.
7. **height**: The height of the switch.
8. **switch\_width**: The width of the switch button.
9. **switch\_height**: The height of the switch button.
10. **corner\_radius**: The radius of the switch’s corners.
11. **border\_width**: The width of the switch’s border.
12. **fg\_color**: The foreground color of the switch.
13. **bg\_color**: The background color of the switch.
14. **border\_color**: The color of the switch’s border.
15. **progress\_color**: The color of the switch when it is on.
16. **button\_color**: The color of the switch button.
17. **button\_hover\_color**: The hover color of the switch button.
18. **hover\_color**: The hover color of the switch.
19. **text\_color**: The color of the text next to the switch.
20. **font**: The font of the text next to the switch.
21. **state**: The state of the switch (e.g., ‘normal’, ‘disabled’).

You can configure these attributes using the configure method or directly when creating the switch. Here’s an example:

import customtkinter as ctk

def switch\_event():

print("Switch toggled, current value:", switch\_var.get())

root = ctk.CTk()

switch\_var = ctk.StringVar(value="on")
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switch = ctk.CTkSwitch(

master=root,

text="CTkSwitch",

command=switch\_event,

variable=switch\_var,

onvalue="on",

offvalue="off",

width=100,

height=40,

switch\_width=30,

switch\_height=20,

corner\_radius=10,

border\_width=2,

fg\_color="lightgray",

bg\_color="white",

border\_color="black",

progress\_color="blue",

button\_color="white",

button\_hover\_color="lightblue",

hover\_color="lightgray",

text\_color="black",

font=("Arial", 14),

state="normal"

)

switch.pack(pady=20)

root.mainloop()

Here are the attributes you can use with the CTkTabview widget in CustomTkinter:

1. **master**: The parent widget (e.g., root, frame, top-level).
2. **width**: The width of the tab view.
3. **height**: The height of the tab view.
4. **corner\_radius**: The radius of the tab view’s corners.
5. **border\_width**: The width of the tab view’s border.
6. **fg\_color**: The foreground color of the tab view and the tabs.
7. **border\_color**: The color of the tab view’s border.
8. **segmented\_button\_fg\_color**: The foreground color of the segmented button.
9. **segmented\_button\_selected\_color**: The color of the selected segmented button.
10. **segmented\_button\_selected\_hover\_color**: The hover color of the selected segmented button.
11. **segmented\_button\_unselected\_color**: The color of the unselected segmented buttons.
12. **segmented\_button\_unselected\_hover\_color**: The hover color of the unselected segmented buttons.
13. **text\_color**: The color of the text on the segmented buttons.
14. **text\_color\_disabled**: The color of the text when the segmented button is disabled.
15. **command**: The function to be called when a segmented button is clicked.
16. **anchor**: The position of the segmented button (e.g., ‘n’, ‘nw’, ‘ne’, ‘sw’, ‘s’, ‘se’).
17. **state**: The state of the tab view (e.g., ‘normal’, ‘disabled’).

You can configure these attributes using the configure method or directly when creating the tab view. Here’s an example:

import customtkinter as ctk

class MyTabView(ctk.CTkTabview):

def \_\_init\_\_(self, master, \*\*kwargs):

super().\_\_init\_\_(master, \*\*kwargs)
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# Create tabs

self.add("Tab 1")

self.add("Tab 2")

# Add widgets on tabs

self.label = ctk.CTkLabel(master=self.tab("Tab 1"), text="Content of Tab 1")

self.label.grid(row=0, column=0, padx=20, pady=10)

class App(ctk.CTk):

def \_\_init\_\_(self):

super().\_\_init\_\_()

self.tab\_view = MyTabView(master=self, width=400, height=300, corner\_radius=10, border\_width=2)

self.tab\_view.grid(row=0, column=0, padx=20, pady=20)

app = App()

app.mainloop()

This example creates a tab view with two tabs and adds a label to the first tab. [You can add any widgets to the tabs just like you would with a CTkFrame](https://github.com/TomSchimansky/CustomTkinter/wiki/CTkTabview)[1](https://github.com/TomSchimansky/CustomTkinter/wiki/CTkTabview)[2](https://customtkinter.tomschimansky.com/documentation/widgets/tabview/).

Here are the attributes you can use with the CTkTextbox widget in CustomTkinter:

1. **width**: The width of the text box.
2. **height**: The height of the text box.
3. **fg\_color**: The foreground color of the text box.
4. **bg\_color**: The background color of the text box.
5. **border\_color**: The color of the text box’s border.
6. **border\_width**: The width of the text box’s border.
7. **corner\_radius**: The radius of the text box’s corners.
8. **font**: The font used for the text in the text box.
9. **text\_color**: The color of the text in the text box.
10. **state**: The state of the text box (e.g., ‘normal’, ‘disabled’).
11. **wrap**: The wrap mode of the text box (e.g., ‘none’, ‘char’, ‘word’).
12. **insertbackground**: The color of the insertion cursor.
13. **insertwidth**: The width of the insertion cursor.
14. **selectbackground**: The background color of the selected text.
15. **selectforeground**: The foreground color of the selected text.
16. **yscrollcommand**: Associates a vertical scrollbar with the text box.
17. **xscrollcommand**: Associates a horizontal scrollbar with the text box.

You can configure these attributes using the configure method or directly when creating the text box. Here’s an example:

import customtkinter as ctk

root = ctk.CTk()

text\_box = ctk.CTkTextbox(

master=root,

width=400,

height=200,

fg\_color="white",

bg\_color="gray",

border\_color="black",

border\_width=2,

corner\_radius=10,

font=("Arial", 14),

text\_color="black",

state="normal",
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wrap="word",

insertbackground="black",

insertwidth=2,

selectbackground="blue",

selectforeground="white"

)

text\_box.pack(pady=20)

root.mainloop()

To create input popups in CustomTkinter, you can use the CTkInputDialog widget. Here are the attributes you can use with this widget:

1. **title**: The title of the popup window.
2. **text**: The message displayed in the popup window.
3. **button\_text**: The text displayed on the confirmation button.
4. **width**: The width of the popup window.
5. **height**: The height of the popup window.
6. **fg\_color**: The foreground color of the popup window.
7. **bg\_color**: The background color of the popup window.
8. **border\_color**: The color of the popup window’s border.
9. **border\_width**: The width of the popup window’s border.
10. **corner\_radius**: The radius of the popup window’s corners.
11. **font**: The font used for the text in the popup window.
12. **text\_color**: The color of the text in the popup window.
13. **button\_color**: The color of the confirmation button.
14. **button\_hover\_color**: The hover color of the confirmation button.

Here’s an example of how to create an input popup:

import customtkinter as ctk

def get\_input():

dialog = ctk.CTkInputDialog(

title="Input Dialog",

text="Please enter your name:",

button\_text="Submit",

width=300,

height=150,

fg\_color="white",

bg\_color="gray",

border\_color="black",

border\_width=2,

corner\_radius=10,

font=("Arial", 14),

text\_color="black",

button\_color="blue",

button\_hover\_color="lightblue"

)

user\_input = dialog.get\_input()

print("User input:", user\_input)

root = ctk.CTk()

button = ctk.CTkButton(

master=root,

text="Open Input Dialog",

command=get\_input

)
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button.pack(pady=20)

root.mainloop()

This example creates a button that, when clicked, opens an input dialog where the user can enter their name. The input is then printed to the console.

Here are the attributes you can use with the CTkOptionMenu widget in CustomTkinter:

1. **values**: A list of values to display in the option menu.
2. **variable**: Associates a Tkinter variable (e.g., StringVar) with the option menu.
3. **command**: The function to be called when an option is selected.
4. **width**: The width of the option menu.
5. **height**: The height of the option menu.
6. **fg\_color**: The foreground color of the option menu.
7. **bg\_color**: The background color of the option menu.
8. **border\_color**: The color of the option menu’s border.
9. **border\_width**: The width of the option menu’s border.
10. **corner\_radius**: The radius of the option menu’s corners.
11. **font**: The font used for the text in the option menu.
12. **text\_color**: The color of the text in the option menu.
13. **state**: The state of the option menu (e.g., ‘normal’, ‘disabled’).

You can configure these attributes using the configure method or directly when creating the option menu. Here’s an example:

import customtkinter as ctk

def option\_selected(choice):

print("Selected option:", choice)

root = ctk.CTk()

option\_var = ctk.StringVar(value="Option 1")

option\_menu = ctk.CTkOptionMenu(

master=root,

values=["Option 1", "Option 2", "Option 3"],

variable=option\_var,

command=option\_selected,

width=200,

height=30,

fg\_color="white",

bg\_color="gray",

border\_color="black",

border\_width=2,

corner\_radius=10,

font=("Arial", 14),

text\_color="black",

state="normal"

)

option\_menu.pack(pady=20)

root.mainloop()

This example creates an option menu with three options and prints the selected option to the console when an option is chosen.